## Introduction

This part deems to introduce the topic in itself and mentions what the papers describe.

The Boolean Satisfiability Problem, also known as Satisfiability or SAT, is the problem of deciding whether there exists an assignment that satisfies a given CNF formula. The main goal is to systematically assign variables values, either TRUE or FALSE, such that the formula evaluates to TRUE.

TODO: Language of SAT introduce here

In order to understand what the tractable cases concretely refer to; some preliminary information is required.

## Preliminaries

### Boolean Variables and Propositional Logic

Given a Boolean Formula composed of variables and logical connectors, satisfiability in its core asks the question whether there exists an assignment of truth values to the variables such that the formula evaluates to true. To build from the bottom towards the top: we let be a set of variables. Propositional formulas over are defined inductively, where constants and , each variable are formulas. If is a formula, the so is , the negation of . If and are formulas, then so are their conjunction and their disjunction . denotes the set of variables occurring in . represents the size of . Such that:



An assignment for is a finite partial map written as where and . The value of is computed by replacing every by and the simplify according to these rewrite rules:

Figure 1: An exemplary formula in CNF.

Assignment is defined to be total, if , otherwise partial. is said to satisfy , written as , if under this assignment evaluates to true, . is defined to be satisfiable, if for some , and as a tautology, if for all total .

### CNF format

When speaking of satisfiability in general, a formula refers to a formula in Conjunctive Normal Form (CNF). A literal under CNF is a variable or its negation. A clause is a disjunction of literals, for example and a formula is a conjunction of clauses .

The width of a clause is to the number of elements within, therefore the width of clause is . A formula is in if every clause in has width of at most , . With this information in mind, a clause is identified by the set and a CNF formula is identified by the set Throughout this work we will be using to refer to the number of variables in , the number of clauses in , and for the width of .

To further specify the requirement for a CNF formula to be satisfied, if there is a variable for every clause with . In other words, every clause in has at least one variable that evaluates to true.

A unit clause and a pure literal are two special properties that can occur in CNF formulas. Unit clauses are clauses where . Therefore, the literal within the clause needs to evaluate to true for the formula to be satisfiable. A literal is pure in a formula , if the variable occurs only in one polarity. In other words,   does not occur in the formula.

### 2.3 DIMACS Format

Aiming to uniformly represent CNF Formulas, the Center of Discrete Mathematics and Computer Science (DIMACS) at Rutgers University created the DIMACS format for representation of CNF formulas at the 1993 DIMACS challenge. (Johnson & Trick, 1996) The format consisting of a preamble and a body became the norm for the field ever since. (Prestwich, 2009)

The syntax of DIMACS format is as follows. Firstly, a preamble is available containing information regarding the formula. The option to write comments is also available through the usage of the letter ‘c’ at the beginning of a line. Then a line starting with ‘p’ portrays the number of variables and clauses within the formula. Both the variables and the clauses are positive integers. The remainder of the body contains the clauses. Every clause contains a list of non-zero integers, as zero is reserved as a terminator for the clause. The integers representing the variables are numbered from 1 to . Furthermore, the integers must be separated by spaces, tabs, or newlines. In order to represent negative variables a before the variable itself is satisfactory. Finally, the order of the variables within the clauses, and the clauses themselves are not of importance. A clause may even stretch over multiple lines. An example can be found in Figure 2 and 3.

c Pigeonhole principle formula for 3 pigeons and 2 holes

c Generated with `cnfgen` (C) Massimo Lauria <lauria@kth.se>

c https://github.com/MassimoLauria/cnfgen.git

c

p cnf 6 9

1 2 0

3 4 0

5 6 0

-1 -3 0

-1 -5 0

-3 -5 0

-2 -4 0

-2 -6 0

-4 -6 0

Figure 2: An unsatisfiable CNF formula for the pigeonhole principle with 3 pigeons and 2 holes in DIMACS format by cnfgen. The formula consists of 6 variables and 9 clauses.

Figure 3: The same CNF formula found in Figure 2 represented with propositional logic.

### 2.4 Genesis – DPLL

Named after Davis, Putnam, Logemann, and Loveland, the DPLL algorithm is the backbone of many known SAT Solvers, such as but not limited to, zChaff and MiniSat. The algorithm picks branching variables with the aid of backtracking in the case of a conflict. Moreover, DPLL is known to be complete and sound, meaning that it only delivers a solution if and only if the formula is satisfiable. (Prasad, Biere, & Gupta, 2005)

The algorithm works as follows: after simplification steps, an unassigned variable is picked. This variable is assigned either true or false. Here the search tree is branched. If a logical conflict occurs, then the algorithm backtracks and reverts the actions done up until the branching variable. Afterwards the opposite value of the original assignment is done. The algorithm terminates with an assignment if all clauses are satisfied. Otherwise, if both assignments of the initial variable results in a conflict, returns UNSAT. DPLL is a depth-first search where the worst-case runtime is of , which corresponds to the tree size of variables and two choices per node. A pseudo-code for the general DPLL algorithm can be found below.

* General DPLL Algorithm

DPLL(

simplify()

if then return UNSAT

if then return

pick and

DPLL()

if

then return

else return DPLL()

The simplify()function refers to simplification processes that are utilized in order to reduce the number of decisions that need to be taken by the DPLL algorithm and to shorten the formula. Among others, these may include unit propagation (UP), pure literal elimination (PLE), and subsumption.

UP is a branching strategy in which if a variable occurs in a unit clause , then this variable will be picked. If the variable occurs positively, then that clause can be discarded after its assignment, as it is already satisfied. If the variable occurs negatively, then that literal can be discarded after its assignment for that clause, as the satisfiability of the clause is not dependent on it anymore. PLE, similar to UP, is the strategy of picking the variable that is pure in . The aim here is assign the variable in such a way that the clauses it appears in evaluate to true. The pseudo-codes for these strategies can be found below.

* UP Algorithm

UnitProp(

while contains unit clause

return

* PLE Algorithm

PureLit(

while contains pure literal
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## Tractable Cases of SAT and Their Algorithms

#### 2 Sat

2-SAT is the class of formulas in which the width of the formula is equal to at most two, i.e. for every in is true. 2-SAT is known to be one of the trivial tractable cases. (Schaefer, 1978) There exists multiple ways to solve 2-SAT, such as but not limited to, graph-based, random walk, resolution, and unit propagation-based approaches. (Dantsin & Hirsch, 2009) We will be introducing the graph-based algorithm and our version based on DPLL.

In their 1979 article, Aspvall, Plass, and Tarjan devised a linear-time algorithm for this case. Their approach aims to create a directed graph for the formula . contains vertices, representing the variables in and their negations. The edges of are created by utilizing the Implication Law of De Morgan, where the clause is equivalent to   and . The direction of the edges follows the direction of the implication. If there is a unit clause present, then is added as an edge. The algorithm checks the strongly connected components of for cycles that include a variable and its negation at the same time. If and only if that is the case, then is unsatisfiable. For the worst-case upper bound, the algorithm requires where is the number of variables and is the number of edges. (Aspvall, Plass, & Tarjan, 1979)

We have chosen to utilize a different approach than the graph-based algorithm. Our algorithm bases itself on DPLL and uses unit propagation to work through the formula. Starting with an arbitrary variable choice and the assignment of the value, it looks for new unit clauses and stores them in a queue. The disposal of clauses in the case of a positive occurrence and the disposal of literals in the case of a negative occurrence is implemented. These new unit clauses found through the negative polarity literals disposal, will be propagated in the order they were found. These clauses are also seen as forced, as they were created through the assignment of another variable. In the case that there is a logical conflict, we revert the assignments and restore the clauses and assign the opposite value to the variable. If the opposite value for a variable also leads to a conflict, then we terminate and return UNSAT. If no conflict is found, the algorithm carries on assigning autark[[1]](#footnote-1) assignments. With out algorithm we exploit the width of 2-SAT formulas since each assignment of a variable is certain to create a unit clause. Therefore, in the worst case, one full run containing all the variables, , will be satisfactory to determine whether a formula is satisfiable or not. Furthermore, the algorithm either returns a fulfilling assignment or UNSAT. The flowchart in Figure 4 can be seen as a graphical representation of our algorithm. It should be noted that our algorithm carries out the same procedure without the explicit construction of the graph explained above.

![](data:image/png;base64,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)

Figure 4: Graphical Flowchart Representation of our 2 SAT algorithm

It should be noted that during parsing if we find a unit clause, we store that value in a queue. The chosen branching strategy is incremental; however, it only comes into effect if there are no other elements remaining in the queue. Therefore, our algorithm assigns more importance to original unit clauses and the unit clauses created by extension.

#### Horn Formulas

One of the classes of the tractable cases of SAT is Horn Satisfiability, also called HORNSAT. The name stems from Alfred Horn, who in a 1951 article pointed out their importance. Unlike general SAT, HORNSAT defines restrictions regarding the polarity of variables in clauses and how the general structure of the formula is built up. A Horn formula is a conjunction of Horn clauses, which contain at most one positive literal. (Downing & Gallier, 1984)

Figure 5: An exemplary Horn formula

NOTE if space left: Would a paragraph about connection to logic programming etc. be beneficial.

The satisfiability of positive Horn formulas can be tested as follows. If contains positive unit clauses, then apply unit clause elimination until no unit clauses are left. Therefore, assigning all positive unit literals the value true and all negative unit literals the value false. If the resulting formula does contain the empty clause, then is unsatisfiable. Otherwise, the clauses within all must contain at least two literals and at least one of the clauses has to be negative. Consequently, is satisfiable by assigning false to all the remaining literals. By extension, is satisfiable as well. One can trivially see that this algorithm is polynomial, to be exact, where represents the number of variables and the number of clauses. (Dantsin & Hirsch, 2009)

We have tweaked the algorithm for the sake of simplicity and readability. In our version the algorithm works as follows. Starting with the empty assignment , iteratively assign all positive unit clauses to true, and then assign the remaining variables to false. If this assignment satisfies then return . Otherwise return UNSAT. Such that, the pseudo-code for our algorithm is as follows:

* HORN ALGORITHM

while positive unit clause in

if

then return

else return UNSAT

Our algorithm, alike its counterpart explained earlier, has a worse case upper bound of . However, instead of doing complete unit propagation, we have chosen to only propagate the positive unit literals. This, combined other optimization approaches, such as marking unit clauses during parsing, can lead to improved performance.

### Nested Satisfiability

Knuth in his 1990 paper titled “Nested Satisfiability” explores a special case of the satisfiability problem where if a formula has a specific hierarchical structure, that formula gets transformed into Dynamic 2 SAT and therefore is solvable in linear time. He acknowledges the work of Lichtenstein where it was proved, that the joint satisfiability problem of two sets of nested clauses is NP-complete. (Lichtenstein, 1982). However, his exploration shows that the mirrored question for nested clauses is efficiently decidable. (Knuth, 1990).

In order to achieve this, a linear order through is defined, where is a finite alphabet of Boolean variables. Here literals over are elements of the form or where . Literals belonging to are called positive and negative otherwise.

To refine this linear order, linear preordering is introduced where all the literals are arranged in a “natural way”, disregarding the signs. As an example, if , then . If and are literals, then the relational operation can only be true, if or is true and the relation is false.

A clause over is defined as a set of literals on distinct variables, such that the clause can be written in increasing order . The set of clauses over is satisfiable, if there exists a clause over that has a nonempty intersection with every clause in . For example: the clauses in :

are satisfiable by the clause , which has a nonempty intersection with each clause.

A clause straddles , if there are literals and in and in such that Two clauses overlap if they straddle each other. For example, for and :

straddles , since: there exists and and , such that .

straddles , since: there exists and and , such that .

Therefore, and overlap. Clauses that have only 2 elements each, in other words are E2-CNF, such as and can be overlapping. A set of clauses in which no two overlap is defined to be *nested*.

Regarding the structure of these clauses and the way they are represented further refinements are made. A clause over an ordered alphabet has a least literal and a greatest literal . (Knuth, 1990) Any other variable that lies strictly between these literals is defined to be interior to that clause. Since the definition of nestedness sets out the condition for the clauses to not be overlapping, a literal can occur as an interior literal on at most one of the clauses in the set of clauses, otherwise those clauses would be overlapping. This property forces the number of total elements among nested clauses on variables to be . In detail: 1 least and 1 greatest literal per clause and then all variables occur once as an interior literal, therefore .

Furthermore, a transitive relational operation is introduced where represents that straddles but does not straddle . The transitive property of this relation makes it possible to topologically sort any set of nested clauses into a linear arrangement where each clause appears after the clause it straddles. With such an arrangement and the elements presented in order, Knuth defines an algorithm that decides in steps where is the number of clauses and is the number of variables.

#### Nested SAT Algorithm

The presented algorithm determines whether a given nested formula is satisfiable or not using a table to keep track of the satisfiability conditions across intervals of literals. It partitions the literals into intervals, which represent clauses, and updates the sat table to reflect whether the processed clauses can be satisfied based on the literal’s polarity.

The alphabet is assumed to represent the positive integers up to , where each variable is deemed as equivalent to its negation, . The clauses are then specified in two arrays: one where all the literals are present called , and one called signifying the starting positions of a given clause within such that:

and

where the literals of clause are between

in increasing order as increases. The clauses are ordered in such a way that the clause does not straddle clause when . It is assumed that the clauses contain at least two literals.

As the algorithm progresses through each clause, it conceptually divides the set of all encountered clauses so far into intervals . This ensures that all literals of any previously processed clause are in one of these defined intervals. The current intervals are kept in an array, ,where for .

Essentially the heart of the algorithm, the array is interpreted as follows: If is an interval of the current partition, then [] will either be 0 or 1 for each pair . It is 1 if and only if the clauses already processed, belonging to interval , are satisfiable by clauses in which the least and greatest literals are respectively and , where:

As an example, assume we have only seen the clause . Then the sat table looks as follows

The main task of the algorithm is to maintain the array as a new clause is examined. The variables of , belong to the current partition of the variables. Assume . The algorithm runs a variable through the values and keeps the information to update where the interior variables within are eliminated within the partition. We further let be the literals element of that are strictly less than and let be the clauses that are preceding whose literals are limited by . Then an auxiliary table named , with the help of a function, updates the values as follows:

Concretely, means that there is a clause with and that has a nonempty intersection with each clause of the given set of clauses.

For example, suppose and . Furthermore, suppose that clauses have led to the following values:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  | 0 | 0 | 0 |
|  |  | 1 | 1 | 0 |
|  |  | 1 | 1 | 0 |
|  |  | 1 | 0 | 1 |

Table 1: table for the example

Then the table looks as follows:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |
|  |  | 1 | 0 | 2 | 0 |
|  |  | 0 | 2 | 0 | 0 |
|  |  | 0 | 1 | 2 | 0 |
|  |  | 1 | 1 | 1 | 1 |

Table 3: newsat table for the example

Table 3: Updated sat table after newsat calculation.

In this case, a 1 is the current , the values for will be updated with those in Table 3 and will be assigned 4 as interior variables will be discarded.

If the clause were instead, the computation of the table would have been the same, however the values of would all be 0 and the clauses would be unsatisfiable since is equal to 1 and not 2.

The algorithm itself starts with the setup of the array and initializes all values to 1. Then the array is initialized as explained and partitions the formula into its clauses. For each clause, the literals that are in the partition are determined and the table is computed. Depending on whether the new clauses allow a satisfiable combination of the literals in the current partition, table is used to update the array. Here only the least and greatest literals are considered as interior literals are removed from the partition. After iterating through all clauses, the algorithm checks the final status of the table and determines whether the entire set of clauses is satisfiable and outputs SAT or UNSAT accordingly.

The runtime of the algorithm, as explained above, is since each value of is either the first or the last in the current clause or will be permanently removed from the partition.

Although the algorithm provides a viable solution to the problem, its assumptions and the lack of variable assignments in the output present limitations. It is possible to deduce the variable assignments through an analysis of the table after the algorithm delivers a result, however, this would involve a similar approach to DPLL as one must check four values for each clause. During this process logical conflicts can occur, which requires backtracking to be implemented alongside the usual assignment structures. Therefore, either external help from other solvers or an effort to implement a DPLL-like algorithm is required.

Furthermore, as it is also noted by the authors that whether the formula is nested in some ordering of its variables and clauses is not considered. Firstly, that process requires that the variables in each clause to be ordered by the hierarchy. Depending on what kind of ordering algorithm is used, this will require some overhead. Moreover, the clauses themselves are assumed to be ordered in such a way that the clause does not straddle if , again leading to an overhead. Finally, the nestedness condition, i.e. no overlapping clauses, requires that each clause is checked against all the other clauses. Such a comparison requires pairwise checking, which has a time complexity of .

In summary, this algorithm answers the question, whether a given nested formula is satisfiable or not with a worse case upper bound of Although it must be noted that the assumptions made and the prerequisite that a formula to be nested does require further checks and structures to be built.

### Co-nested Formulas

In Kratochvil and Krivanek’s work titled “Satisfiability of co-nested formulas” they introduce a graph-based approach to define Knuth’s nestedness term and define new types of nestedness, specifically co-nestedness, double nestedness and double co-nestedness. Their work assumes the usual prerequisites for CNF formulas adapted for SAT, such that is a formula with a set of clauses over a set of variables . (Kratochvil & Krivanek, 1993)

The main extension for Knuth’s work begins with the definition of a so-called clause linked graph of where . The redefinition of Knuth’s nested formula is as follows: is nested if the *variables* can be ordered in a way where for the graph allows a noncrossing drawing in the plane so that the circle of variables bounds the outer face. The definition of co-nestedness is made in a similar way where the clause linked graph allows a noncrossing drawing in the plane such that the clauses bounds the outer face. (Kratochvil & Krivanek, 1993) The authors define a recursive algorithm which computes the maximum number of satisfiable clauses in a given co-nested formula. The runtime of this algorithm is set to be linear in the number of clauses , added with the number of variables . This algorithm will be analyzed in later chapters.

Furthermore, the notion of double co-nestedness is introduced. is double co-nested if is planar, i.e. the double co-nested formula can be splitted into two co-nested formulas and such that for . (Kratochvil & Krivanek, 1993) The authors acknowledge that the satisfiability for double co-nested formulas is NP-complete, since Lichtenstein proved that even if every clause contains at most three variables, every variable occurs in exactly three clauses and the variables only occur once negatively and twice positively (Lichtenstein, 1982).
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## Literature Review

* About 2 SAT
  + There is a graph based algorithm I do not use
* HORN
  + Other tractable horn cases -> dual horn, q-horn etc.
  + Minimum modal as a result of the algorithm
* Handbook of satisfiability talks about nested satisfiability and discusses limitations
* But not about non-interlaced and co-nested
* Horn Formulas
  + Conjecture of Horn Clauses
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1. An autark assignment is a partial assignment that satisfies a clause with a variable fixed by it. (Kimura & Makino, 2018) [↑](#footnote-ref-1)